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**Репозиторий**

https://github.com/thgdanilaya/mai\_os\_labs/lab6

**Постановка задачи**

**Цель работы**

Целью является приобретение практических навыков в: • Управлении серверами сообщений (№6) • Применение отложенных вычислений (№7) • Интеграция программных систем друг с другом (№8)

**Задание**

Реализовать распределенную систему по асинхронной обработке запросов. В данной распределенной системе должно существовать 2 вида узлов: «управляющий» и «вычислительный». Необходимо объединить данные узлы в соответствии с той топологией, которая определена вариантом. Связь между узлами необходимо осуществить при помощи технологии очередей сообщений

**Общие сведения о программе**

Программа состоит из двух файлов(main.cpp , child.cpp) и двух библеотек(tree.hpp , server.hpp).

**Исходный код**

\#include "server.hpp"  
#include "tree.hpp"  
#include <algorithm>  
#include <csignal>  
#include <iostream>  
#include <set>  
#include <string>  
#include <unistd.h>  
#include <vector>  
#include <zmq.hpp>  
  
  
using namespace std;  
  
int main()  
{  
   
 zmq::context\_t context(1);  
 zmq::socket\_t mainSocket(context, ZMQ\_REQ);  
  
 mainSocket.setsockopt(ZMQ\_SNDTIMEO, 2000);  
 int linger = 0;  
 mainSocket.setsockopt(ZMQ\_LINGER, &linger, sizeof(linger));  
 int port = bindSocket(mainSocket);  
  
 Tree tree;  
  
 int childPid = 0;  
 int childId = 0;  
 int createNodeId;  
  
 int id;  
 char excmd;  
 string word;  
 int val;  
  
 string sendingMsg;  
 string receivedMsg;  
  
 string cmd;  
 while (cout << "> " && cin >> cmd) {  
 if (cmd == "create") {  
 cin >> createNodeId;  
 if (childPid == 0) {  
 childPid = fork();  
 if (childPid == -1) {  
 cout << "Error: fork fails\n";  
 childPid = 0;  
 exit(1);  
 }  
 else if (childPid == 0) {  
 createNode(createNodeId, port);  
 }  
 else {  
 childId = createNodeId;  
 sendMessage(mainSocket, "pid");  
 receivedMsg = receiveMessage(mainSocket);  
 }  
 }  
 else {  
 ostringstream sendingMsgStream;  
 sendingMsgStream << "create " << createNodeId;  
 sendMessage(mainSocket, sendingMsgStream.str());  
 receivedMsg = receiveMessage(mainSocket);  
 }  
  
 if (receivedMsg.substr(0, 2) == "OK") {  
 tree.insert(createNodeId);  
 }  
  
 cout << receivedMsg << "\n";  
 }  
 else if (cmd == "remove") {  
 if (childPid == 0) {  
 cout << "Error: Not found\n";  
 continue;  
 }  
 cin >> createNodeId;  
 if (createNodeId == childId) {  
 kill(childPid, SIGTERM);  
 kill(childPid, SIGKILL);  
 childId = childPid = 0;  
 cout << "OK\n";  
 tree.erase(createNodeId);  
 continue;  
 }  
 sendingMsg = "remove " + to\_string(createNodeId);  
 sendMessage(mainSocket, sendingMsg);  
 receivedMsg = receiveMessage(mainSocket);  
 if (receivedMsg.substr(0, 2) == "OK")  
 tree.erase(createNodeId);  
 cout << receivedMsg << "\n";  
 }  
 else if (cmd == "exec") {  
 cin >> id >> excmd >> word;  
 if (excmd == '+')  
 cin >> val;  
  
 sendingMsg = "exec " + to\_string(id);  
 sendMessage(mainSocket, sendingMsg);  
  
 receivedMsg = receiveMessage(mainSocket);  
 if (receivedMsg == "Node is available") {  
 if (excmd == '+') {  
 tree.dictInsertWord(id, word, val);  
 cout << "OK:" << id << endl;  
 }  
 if (excmd == '?') {  
 cout << "OK:" << id << ": ";  
 tree.dictGetWord(id, word);  
 }  
 }  
 else {  
 cout << receivedMsg << endl;  
 }  
 }  
 else if (cmd == "ping") {  
 cin >> id;  
 vector<int> nodesList = tree.getNodesList();  
 bool nodeExists = binary\_search(nodesList.begin(), nodesList.end(), id);  
 if (nodeExists == 0) {  
 cout << "Error: Not found\n";  
 }  
 else {  
 sendMessage(mainSocket, "exec " + to\_string(id));  
 receivedMsg = receiveMessage(mainSocket);  
 istringstream is;  
 if (receivedMsg.substr(0, 5) == "Error")  
 cout << "OK:0\n";  
 else  
 cout << "OK:1\n";  
 }  
 }  
 else if (cmd == "pingall") {  
 vector<int> nodesList = tree.getNodesList();  
 if (nodesList.empty()) {  
 cout << "Error: Tree is empty\n";  
 continue;  
 }  
  
 sendMessage(mainSocket, "pingall");  
 receivedMsg = receiveMessage(mainSocket);  
 istringstream is;  
 if (receivedMsg.substr(0, 5) == "Error")  
 is = istringstream("");  
 else  
 is = istringstream(receivedMsg);  
  
 set<int> receivedNodes;  
 int rec\_id;  
 while (is >> rec\_id) {  
 receivedNodes.insert(rec\_id);  
 }  
  
 cout << "Received nodes: ";  
 for (const int &i : receivedNodes)  
 cout << i << " ";  
  
 cout << "\nNodes list: ";  
 for (const int &i : nodesList)  
 cout << i << " ";  
  
 cout << "\n";  
 }  
 else if (cmd == "exit") {  
 break;  
 }  
 else {  
 cout << "Unknown command\n";  
 }  
 }  
 return 0;  
}

#include "server.hpp"  
#include <csignal>  
#include <string>  
#include <unistd.h>  
#include "iostream"  
  
using namespace std;  
int main(int argc, char \*\*argv)  
{  
 // айди и номер порта, к к-рым нужно подключиться  
 int id = stoi(argv[1]);  
 int parentPort = stoi(argv[2]);  
  
 // подключение  
 zmq::context\_t context(2);  
 zmq::socket\_t parentSocket(context, ZMQ\_REP);  
  
 parentSocket.connect(getPortName(parentPort));  
  
 zmq::socket\_t leftSocket(context, ZMQ\_REQ);  
 zmq::socket\_t rightSocket(context, ZMQ\_REQ);  
  
 int linger = 0;  
 leftSocket.setsockopt(ZMQ\_SNDTIMEO, 2000);  
 leftSocket.setsockopt(ZMQ\_LINGER, &linger, sizeof(linger));  
 rightSocket.setsockopt(ZMQ\_SNDTIMEO, 2000);  
 rightSocket.setsockopt(ZMQ\_LINGER, &linger, sizeof(linger));  
  
 int leftPort = bindSocket(leftSocket);  
 int rightPort = bindSocket(rightSocket);  
  
 // вспомогательные переменные  
 int leftPid = 0;  
 int rightPid = 0;  
 int leftId = 0;  
 int rightId = 0;  
  
 string request;  
 string cmd;  
  
 while (true) {  
 request = receiveMessage(parentSocket);  
 istringstream cmdStream(request);  
 cmdStream >> cmd;  
 if (cmd == "id") {  
 printf("debug\n");  
 string parentString = "OK:" + to\_string(id);  
 sendMessage(parentSocket, parentString);  
 }  
 else if (cmd == "pid") {  
 string parentString = "OK:" + to\_string(getpid());  
 sendMessage(parentSocket, parentString);  
 }  
 else if (cmd == "create") {  
 int idToCreate;  
 cmdStream >> idToCreate;  
 if (idToCreate == id) {  
 string msgString = "Error: Already exists";  
 sendMessage(parentSocket, msgString);  
 }  
 else if (idToCreate < id) {  
 if (leftPid == 0) {  
 leftPid = fork();  
 if (leftPid == -1) {  
 sendMessage(parentSocket, "Error: fork fails");  
 leftPid = 0;  
 }  
 else if (leftPid == 0) {  
 createNode(idToCreate, leftPort);  
 }  
 else {  
 leftId = idToCreate;  
 sendMessage(leftSocket, "pid");  
 sendMessage(parentSocket, receiveMessage(leftSocket));  
 }  
 }  
 else {  
 sendMessage(leftSocket, request);  
 sendMessage(parentSocket, receiveMessage(leftSocket));  
 }  
 }  
 else {  
 if (rightPid == 0) {  
 rightPid = fork();  
 if (rightPid == -1) {  
 sendMessage(parentSocket, "Error: fork fails");  
 rightPid = 0;  
 }  
 else if (rightPid == 0) {  
 createNode(idToCreate, rightPort);  
 }  
 else {  
 rightId = idToCreate;  
 sendMessage(rightSocket, "pid");  
 sendMessage(parentSocket, receiveMessage(rightSocket));  
 }  
 }  
 else {  
 sendMessage(rightSocket, request);  
 sendMessage(parentSocket, receiveMessage(rightSocket));  
 }  
 }  
 }  
 else if (cmd == "remove") {  
 int idToDelete;  
 cmdStream >> idToDelete;  
 if (idToDelete < id) {  
 if (leftId == 0) {  
 sendMessage(parentSocket, "Error: Node not found");  
 }  
 else if (leftId == idToDelete) {  
 sendMessage(leftSocket, "recursiveKilling");  
 receiveMessage(leftSocket);  
 kill(leftPid, SIGTERM);  
 kill(leftPid, SIGKILL);  
 leftId = 0;  
 leftPid = 0;  
 sendMessage(parentSocket, "OK");  
 }  
 else {  
 sendMessage(leftSocket, request);  
 sendMessage(parentSocket, receiveMessage(leftSocket));  
 }  
 }  
 else {  
 if (rightId == 0) {  
 sendMessage(parentSocket, "Error: Node not found");  
 }  
 else if (rightId == idToDelete) {  
 sendMessage(rightSocket, "recursiveKilling");  
 receiveMessage(rightSocket);  
 kill(rightPid, SIGTERM);  
 kill(rightPid, SIGKILL);  
 rightId = 0;  
 rightPid = 0;  
 sendMessage(parentSocket, "OK");  
 }  
 else {  
 sendMessage(rightSocket, request);  
 sendMessage(parentSocket, receiveMessage(rightSocket));  
 }  
 }  
 }  
 else if (cmd == "exec") {  
 int execNodeId;  
 cmdStream >> execNodeId;  
 if (execNodeId == id) {  
 string receiveMessage = "Node is available";  
 sendMessage(parentSocket, receiveMessage);  
 }  
 else if (execNodeId < id) {  
 if (leftPid == 0) {  
 string receiveMessage = "Error:" + to\_string(execNodeId) + ": Not found";  
 sendMessage(parentSocket, receiveMessage);  
 }  
 else {  
 sendMessage(leftSocket, request);  
 sendMessage(parentSocket, receiveMessage(leftSocket));  
 }  
 }  
 else {  
 if (rightPid == 0) {  
 string receiveMessage = "Error:" + to\_string(execNodeId) + ": Not found";  
 sendMessage(parentSocket, receiveMessage);  
 }  
 else {  
 sendMessage(rightSocket, request);  
 sendMessage(parentSocket, receiveMessage(rightSocket));  
 }  
 }  
 }  
 else if (cmd == "pingall") {  
 ostringstream res;  
 string leftRes;  
 string rightRes;  
 res << id << " ";  
 if (leftPid != 0) {  
 sendMessage(leftSocket, "pingall");  
 leftRes = receiveMessage(leftSocket);  
 }  
 if (rightPid != 0) {  
 sendMessage(rightSocket, "pingall");  
 rightRes = receiveMessage(rightSocket);  
 }  
 if (!leftRes.empty() && leftRes.substr(0, 5) != "Error") {  
 res << leftRes << " ";  
 }  
 if (!rightRes.empty() && rightRes.substr(0, 5) != "Error") {  
 res << rightRes << " ";  
 }  
 sendMessage(parentSocket, res.str());  
 }  
 else if (cmd == "recursiveKilling") {  
 if (leftPid == 0 && rightPid == 0) {  
 sendMessage(parentSocket, "OK");  
 }  
 else {  
 if (leftPid != 0) {  
 sendMessage(leftSocket, "recursiveKilling");  
 receiveMessage(leftSocket);  
 kill(leftPid, SIGTERM);  
 kill(leftPid, SIGKILL);  
 }  
 if (rightPid != 0) {  
 sendMessage(rightSocket, "recursiveKilling");  
 receiveMessage(rightSocket);  
 kill(rightPid, SIGTERM);  
 kill(rightPid, SIGKILL);  
 }  
 sendMessage(parentSocket, "OK");  
 }  
 }  
 if (parentPort == 0) {  
 break;  
 }  
 }  
}

#pragma once  
  
#include <iostream>  
#include <vector>  
#include <unordered\_map>  
  
class Tree {  
private:  
 struct Node;  
  
public:  
 Tree() = default;  
  
 ~Tree()  
 {  
 deleteTree(root);  
 }  
  
 bool find(const int &id)  
 {  
 Node \*temp = root;  
 while (temp != nullptr) {  
 if (temp->id == id)  
 break;  
 if (id > temp->id)  
 temp = temp->right;  
 if (id < temp->id)  
 temp = temp->left;  
 }  
 return temp != nullptr;  
 }  
  
 void insert(int id)  
 {  
 if (root == nullptr) {  
 root = new Node(id);  
 return;  
 }  
 Node \*temp = root;  
 while (temp != nullptr) {  
 if (id == temp->id)  
 break;  
 if (id < temp->id) {  
 if (temp->left == nullptr) {  
 temp->left = new Node(id);  
 break;  
 }  
 temp = temp->left;  
 }  
 if (id > temp->id) {  
 if (temp->right == nullptr) {  
 temp->right = new Node(id);  
 break;  
 }  
 temp = temp->right;  
 }  
 }  
 }  
  
 void erase(int id)  
 {  
 Node \*prev\_id = nullptr;  
 Node \*temp = root;  
 while (temp != nullptr) {  
 if (id == temp->id) {  
 if (prev\_id == nullptr) {  
 root = nullptr;  
 }  
 else {  
 if (prev\_id->left == temp)  
 prev\_id->left = nullptr;  
 else  
 prev\_id->right = nullptr;  
 }  
 deleteTree(temp);  
 }  
 else if (id < temp->id) {  
 prev\_id = temp;  
 temp = temp->left;  
 }  
 else if (id > temp->id) {  
 prev\_id = temp;  
 temp = temp->right;  
 }  
 }  
 }  
  
 std::vector<int> getNodesList() const  
 {  
 std::vector<int> result;  
 getNodesList(root, result);  
 return result;  
 }  
  
 void dictInsertWord(int id, std::string word, int value)  
 {  
 Node \*node = getNodeById(root, id);  
 node->dictionary[word] = value;  
 }  
  
 void dictGetWord(int id, std::string word)  
 {  
 Node \*node = getNodeById(root, id);  
 if (node->dictionary.find(word) == node->dictionary.end())  
 std::cout << "'" << word << "' not found" << '\n';  
 else  
 std::cout << node->dictionary[word] << '\n';  
 }  
  
private:  
 struct Node {  
 Node(int id) : id(id) {}  
 int id = 0;  
 Node \*left = nullptr;  
 Node \*right = nullptr;  
 std::unordered\_map<std::string, int> dictionary;  
 };  
  
 Node \*root = nullptr;  
  
 Node \*getNodeById(Node \*root, int id)  
 {  
 if (root == nullptr || root->id == id) {  
 return root;  
 }  
  
 if (root->id < id) {  
 return getNodeById(root->right, id);  
 }  
  
 return getNodeById(root->left, id);  
 }  
  
 void getNodesList(Node \*node, std::vector<int> &v) const  
 {  
 if (node == nullptr)  
 return;  
 getNodesList(node->left, v);  
 v.push\_back(node->id);  
 getNodesList(node->right, v);  
 }  
  
 void deleteTree(Node \*node)  
 {  
 if (node == nullptr)  
 return;  
 deleteTree(node->left);  
 deleteTree(node->right);  
 delete node;  
 }  
};

#pragma once  
  
#include <cstdlib>  
#include <string>  
#include <unistd.h>  
#include <zmq.hpp>  
  
// send message to the particular socket  
bool sendMessage(zmq::socket\_t &socket, const std::string &message\_string)  
{  
 // message size init  
 zmq::message\_t message(message\_string.size());  
 // message content init  
 memcpy(message.data(), message\_string.c\_str(), message\_string.size());  
 return socket.send(message);  
}  
  
std::string receiveMessage(zmq::socket\_t &socket)  
{  
 zmq::message\_t message;  
 int recResult;  
 // receiving message from socket  
 try {  
 recResult = (int)socket.recv(&message);  
 if (recResult < 0) {  
 perror("socket.recv()");  
 exit(1);  
 }  
 }  
 catch (...) {  
 recResult = 0;  
 }  
 // transform to string  
 std::string recieved\_message((char \*)message.data(), message.size());  
 if (recieved\_message.empty() || !recResult) {  
 return "Error: Node is not available";  
 }  
 return recieved\_message;  
}  
  
std::string getPortName(int port)  
{  
 return "tcp://127.0.0.1:" + std::to\_string(port);  
}  
int bindSocket(zmq::socket\_t &socket)  
{  
 int port = 8080;  
 // create endpoint and bind it to the socket  
 while (true) {  
 try {  
 socket.bind(getPortName(port));  
 break;  
 }  
 catch (...) {  
 port++;  
 }  
 }  
 return port;  
}  
  
void createNode(int id, int port)  
{  
 // new node process  
 execl("./child", "child", std::to\_string(id).c\_str(), std::to\_string(port).c\_str(), NULL);  
}

**Демонстрация работы программы**

![](data:image/png;base64,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)

**Выводы**

Я ознакомился и научился работать с очередью сообщений(ZMQ). Используя эту библеотеку, я реализовал взаимодействие между двумя разными программами.